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Defect types
Software can fail in a large amount of ways so defects in video games are categorized depending on how the defect is introduced, discovered or even avoided in the future. There are eight different defect types that each summarize the different software elements that go into producing game code:

[image: https://media.licdn.com/mpr/mpr/p/3/005/08c/1cc/0f286f6.jpg]Function
A function error is a defect that affects a games capability or the user’s experience of the game, the defect occurs when the code that provides the function is missing or incorrect. If a game has an ability or item for the player to use for example if the player had the ability to blink short distances and the player is supposed to have information that shows if the ability is available or If it’s on a cooldown, the defect occurs if the player does not get the information that is required which is usually caused by the code missing or not properly implemented. This defect type is different to an assignment defect because it is a result of usually missing code altogether whereas an assignment defect is commonly where code is there but it is somehow wrong. Function defect if the “else” was missing.


Assignment
An assignment defect is the result of incorrectly initializing, setting or having a missing variable in a game, this most often occurs when the game starts up because the variables are being set up during the games start up and if there is a problem with the variable the game can crash outright. In other occasions the variable can be wrong without being apparently obvious for example the player could have more lives than they are supposed to but it may not crash the game because the game dos not know the intended amount of lives. Some examples of possible assignment defects in games are:

	Sports Games
	RPG Games
	Fighting Games

	Initialize the score of each team
	Amount of gold the player has
	Health of player or AI


	Court or pitch where the game is being played
	Starting attributes of player
	Map, scene of backdrop

	Weather conditions and time of day
	AI’s intended feelings towards the player e.g. friend or foe
	Position of player or AI



In most occasions assignments defects are important to avoid because they can break the game on initial startup or cause the game to be unbalanced in a way that is not intended, this is why game developers pay a lot of attention to balancing their game and its elements.
 Checking
[image: http://www.homeandlearn.co.uk/csharp/images/conditional_logic/operators.gif]Checking defects occur when data is not properly validated e.g. in GML when a variable is checked in the code and one equals sign is used instead of two “=” or “==” it can mean a variable is changed instead of checked. From a player’s perspective whilst playing a game a defect like this can mean that instead of the game reducing the amount of lives that the player has when they are killed or damaged it can keep the player at fixed amount of lives because of a simple error like “lives = 2” instead of “lives == 2”. The difference between this defect and timing defects is that most checking defects occur with the misuse of operators and points like AND (&&), Less than or equal to (<=) instead of equal to (=) and Pointers (*P). 

Timing
[image: http://pssokuhou.jp/wp-content/uploads/2015/10/Ronan-testcl_interpolate1.jpg]Timing defects have to do with the management processes that take time to start or finish, a good example of this is where a game needs to be saved and so the player is often presented with a splash screen or a progress bar so that they know when the game is finished saving. The most common way of avoiding a timing defect is when the game starts up the player is shown a splash screen, intro or a series of publishers or developers that worked on the game, this time is used by the game to preload audio and graphics so that they are immediately available when the game needs them. These type of defects can be commonly mistaken for other defects like function defects because they can also cause similar crashes and freezes. 
User inputs like double clicks or repeated presses of a button can also require timing considerations but they are often dealt with using mechanisms in the game engine or they can be built in manually by the developer. In multiplayer games information needs to be sent back and forth between players and game servers and this information has to be properly managed in the right order or the games behavior can be incorrect. Sometimes when a multiplayer game is waiting for information from the server about the player it chooses to predict what is going on in the meantime, this is why some games have been said to have “rubber banding” and characters being killed round walls.







Build/Package/Merge
Build defects are errors that occur when the game files and data is being merged or built into an EXE, they can also occur when changing or managing game files and whilst identifying and controlling which versions get built. Often configuration management software is used to help control the use of game files, they are usually given a unique version identifier. A configuration specification is used to specify which version of which file to build, this helps the files to be identified by a single label in the config. Unlike most other defects this defect does not directly occur within the games code and won’t usually be seen by the customer because it will be fixed before any public release.


Algorithm
These defects occur with a games algorithm; some algorithm defects can cause game breaking bugs where the player can manipulate the game in a way that was not intended by the developer. Most games use many algorithms throughout the game which if done well will feel lifelike and smooth to the player, The AI in most video games will use algorithms to make decisions for example:

· Racing game algorithms will tell the AI when to pit-stop, change gear and use powerups.
· FPS game algorithms can control damage calculations based on factors like armour, skills and weapon types.
· Board game algorithms can control how the AI understands the rules of the game so that they do not have an advantage over the player.
[image: http://theory.stanford.edu/~amitp/game-programming/a-star/best-first-search-trap.png]The most common algorithm within games are the AI’s movement algorithm, this tells the NPC’s in the game how to avoid solid objects and walls and what path they would have to take to get to a destination the quickest, most movement algorithms also update the AI’s necessary path in real time so if they are blocked off from one route they will be able to be redirected to a secondary route. 

This image shows an example of an AI’s movement algortihn working out the quickest path to the goal, the yellow squares represent where the algortihm has tried to go and the darker the square the more times the algortihm has overlapped its test, the algorithm does all these hundreds of tests in millisecons so that the AI will know where to go.





Documentation
[image: http://johnny.cheng.free.fr/upload/1436071909hide_wing_option.png]Documentation defects occur with fixed data assets that are brought into the game many of these defects include: Dialog, audio, background music, cut scenes, sound effects and quest journals. These type of defects usually have nothing to do with the code within the game instead they are problems with the files and bytes being transferred to the game like audio being played, cut scenes being shown and dialog being displayed. Often the fix for these defects is to just watch or read through the cut scenes or dialog and just particularly paying careful attention to the graphics.
Language translations are a common documentation defect type in games and it is not an error with the transferring of data to the game instead the text has no problems being implemented into the game but instead it is just grammatically wrong. This is another type of defect similar to a timing defect that occurs in the code but is very easy to find out if it occurs because it will be shown during conversations with NPC’s in game or with pop-ups of information for the player, these defects are usually found in the early testing phases but can also be commonly found in open betas. 


Interface
Interface defects occur when information is being exchanged or transferred within the game code, if the parameters sent don’t match with what the calling routine intended then undesired results occur. There are many ways that interface defects occur including:

1. Calling a function with the wrong value of one or more arguments.
2. Calling a function with arguments passed in the wrong order.
3. Calling a function with a missing argument.
4. [image: https://docs.yoyogames.com/source/dadiospice/images/form_script.png]Calling a function with a negated parameter value. 

If “sprite_index” was supposed to be “sprite_height”







Defect Triggers

Hardware configurations
A hardware’s configuration is the allotted system resources for a specific device, most computer specialists are also able to improve the performance of hardware by allocating more system resources these features can usually be accessed via the BIOS.
Newer technology such as OS’s now have the ability to automatically allocate resources for different applications and programs that are run on the hardware, this is called Plug-and-play (PnP) and it eliminates the need for manual configuration which can sometimes cause errors if not done right and it also means that the amount of resources allocated is usually more accurate to what is needed.

Software configurations
Software Configuration Management (SCM) is the overall management of a software design project as it builds up into a software product or system. This includes technical aspects of the project, all level of communications, organization, and the control of modifications changes to the project plan by the programmers during the development phase.


Exception triggers
· [image: ]Audio sounds for errors and alert boxes.
· An alert box popping up at the wrong time can confuse the player and possibly be a Grade A defect.
· Can be triggered in any of the games operating regions.
· Dawn of War had an Exception defect trigger when players tried to connect to a multiplayer lobby. 

Most exception triggers that the player will come across whilst playing will be handled within the game with error messages, the errors also usually have codes on them so that they can be easily distinguished and referenced later on e.g. error #404.







Normal triggers

· Normal triggers occur when the game is just reading the base code which makes it function and not under any stress, configuration or exception conditions.
· Not likely to occur in real-life situations.
· If there is a defect within the normal section of the games code then it is likely to be found because it may be a Class A defect and therefore hard to miss.

[image: http://i1316.photobucket.com/albums/t611/mosti5161/steamerror_zpsc16c7f73.png]

Because they only occur with the base code of the game with no stressful circumstances they are extremely unlikely to make it into full release, these are commonly assignment defects that occur on game start-up.

Restart triggers

· Occurs when Quitting, ejecting the disk or turning of the game console or PC.
· Most games either prompt the player to be save often to ensure they don’t cause restart triggers or save often for them.
· Corrupt game data is a common defect of a restart trigger.
· For example, players have had problems with GTA 5 and corrupt data after the game had not been successfully exited or shut down.

[image: http://199.101.98.242/media/images/66070-All_Star_Baseball_2004-3.jpg]This type of defect is usually caused by the player instead of within the internal code like most other triggers and it makes up a lot of the triggers that a player might come across because it is not as easy top test. An example of a game that had a restart trigger that gave the player an advantage is All Star Baseball 2004 where the player could save and quit the game while they are pitching, upon starting up the game again the pitcher will have recovered all their lost energy. This kind of defect goes unnoticed if your test doesn’t go back into the game after saving, so remember the do that whenever you apply a restart trigger.


Configuration triggers
· Configuration triggers occur prior to the game being run.
· Date and time, System audio or Operating systems can cause Configuration triggers.
· [image: http://cdn.macrumors.com/article-new/2013/12/elderscrolls.jpg]These are Class A defects because they often don’t allow for the game to be started up or played.
· An example is Elder scrolls Oblivion which did not work on Mac OS X until it was decided to bring it to the Mac OS in 2004. 



Starting-up triggers
· Starting up triggers Occur when the game is opened up or has started initiating.
· Initiative code like setting up variables or spawning enemies can cause start-up triggers.
· Things like new maps, powerups or enemies can also count as start-up triggers because they are also initiated on the game start-up or level start-up.
· Space engineers had a start-up defect where the game would pop up with an error message instead of starting up.

Stress triggers
· Occur when the game is under extreme stress related to either hardware or software.
· Memory, screen resolution, disk space, file size and network speed are all examples game conditions that can be put under stress whilst testing or playing. 
· The game is played and tested under stress to understand its behaviour instead of just pushing it to a certain limit.











Operating regions 
[image: ]







Pre-game operating regions
[image: http://www.sevenforums.com/attachments/tutorials/145590d1301117597-compatibility-mode-compatibility.jpg]Pre-game operating regions represents the period before the use of the game, for mobile games this would be before the game is opened and for consoles this would be before the game disk is inserted. In both cases the user has the ability to change options and settings for the device that may impact operations within the game. An example of the settings that the user can change during the pre-game operating region that may affect the game are things like the Operating system version or type and the mode that the game is launched in e.g. Compatibility, Windowed etc. The type of defects and defect triggers that usually occur within this operating region include Build/Package/Merge and configuration triggers. 


Game start operating regions
[image: http://www.gameplayer.com.au/wp-content/uploads/2013/07/loadingscreen-585x328.jpg]This region accounts for the time between the player starting the game and the game being ready to play. Within this operating region some activities can be interrupted such as cinematic sequences that show and introduction to the game. Other activities like the screen displaying a loading progress bar or animation can’t be interrupted. During this operating region the game will be performing activities which are essential to the proper operation of the game but are not visible by the player. After this process the game will be in a “ready” state where the game will wait for the player to press a button to start. Commonly defects can occur within this operating region if the player tries so skip the sequence that the game uses to load up the necessary files. The types of defects and triggers that occur during this operating region include assignment and timing defects as well as starting-up triggers. 



In-game operating regions
[image: http://cdn.arstechnica.net/wp-content/uploads/2014/11/acu-640x400.png]This operating region applies to all things that can be done when playing the game, some functions can only be performed once during the game and some can be repeated throughout the game. Some of these functions within this region require the player to meet a condition before they can occur, Games that include Non-playable characters (NPC’s) also manage these functions during the in-game operating region. This operating region is the most common for defects and triggers to occur because it is where the majority of the game files will be used, this means that the kind of defects and triggers that occur include Function, checking, timing, algorithm, documentation and interface defects as well as exception, normal and stress triggers. 


Post-game operating regions	
[image: http://embalmit.com/wp-content/uploads/2012/10/2012-10-06_00005.jpg]The player can end the game in multiple ways including; quitting the game without saving requires less processing whereas if the game is saved before quitting it can be harder on the software and or hardware. With portable devices where the player turns off the console using the off switch the device can perform save and shutdown operations prior to shutting off completely. Story based games often have a final cut scene or credits rolling when the player has reached the end of the game, some games reward the player with new experiences within the game once they have completed the story so that they can continue enjoying the game in other ways, this may activate code that is not used at all until the game is completed for the first time. An example of this operating region in a game is in Dawn of War 2 where the player wants to exit the game so they are presented with a dialog box that asks them if they are sure, this dialog box is primarily used to stop the player being able to exit the game with one click because they may not want to but a second purpose for this is allowing the game to prepare to shutdown beforehand so that things like game saves don’t get corrupted. The type of defects and triggers that can occur within this operating region include checking and assignment defects as well as restart triggers.






Test phases

Preparation
[image: http://windows7homepremium.windowsreinstall.com/windows7reinstallguides/images/Image31.jpg]Before the testing team can proceed with work on the new game build, the preparation needs to be fully complete. The test equipment should have the appropriate hardware configuration planned and carried out so that the testing conditions are optimal to reduce unwanted errors that may not be caused by the game. This means that the hardware used must be completely reformatted which means that the data from previous tests like old saves or game data will be wiped from the machine or hard drive to ensure that the next tests are not affected by older files that are left behind. 


For PC games it is usually more complicated to prepare for testing because there a lot of different aspects of a PC that can be modified so the versions and drivers need to be completely reinstalled e.g.

· A fresh installation of the latest version of the Operating system, this includes any patches or security updates.
· The latest drivers for all components of the computer. Since this is necessary for all drivers not just the usual video card and sound card drivers it also includes drivers for the chipset, motherboard and Ethernet card etc.
· Any “helper-apps” or middleware that are necessary for the game to run optimally must be installed with their latest versions, these can range from DirectX to Battle Eye service.

The reason why this is such an important phase of testing is because is it the foundation of all further testing and if a problem occurs during this phase than it can carry through each and every test phase and be hard to fix or even cause all testing data to be invalid which can severely ruin a games schedule. An example of this is an old game company had an internal QA team that regularly used the testing PC’s for things like Email, IRC, Web browsers and Unreal Tournament after running tests on up and coming PC titles which ended up leading to wasted time chasing bugs that were not caused by the game and instead caused by problems brought up by Email and file sharing programs that ran in the background and taxed the system resources and the network bandwidth.





Alpha testing

Alpha testing is the beginning stage of testing and it describes the bare bone essentials of the game packaged together for testing, this also means that during alpha testing the game is still far from completion because of placeholder assets, missing game segments or below-target framerate. During the course of alpha testing the game is fine-tuned, features are play tested and revised and systems developed by separate programmers are linked together. 

[image: https://i.ytimg.com/vi/iCp3_DgWs3o/maxresdefault.jpg]The result of this very early version of the game build means that it is riddled with bugs and defects which can be overwhelming for a QA tester but well-planned and documented test suites should bring structure to the overall test phase. Over the course of alphas testing all modules of the game should be tested at least once and performance baselines should be established like frame rate and load times, during alpha testing having baselines for performance helps to determine how much needs to be done to get the games performance up to what was planned for a full release, during the early stages of developing a 3D action game an average of 20 – 30 frames per second (FPS) can be acceptable but the common release target is a solid 60 frames per second with no prolonged dips when there are a greater-than-usual amount of characters and special effects on screen. Entry criteria for Alpha testing include:30 FPS


· All major game features exist in the build and can be tested.
· A tester can navigate the game along some path to finish.
· The code passes at least 50% of the platform Technical Requirements Checklist (TRC).
· The game is compatible with most specified hardware and software.







beta testing
[image: http://i1.2pcdn.com/node14/image/article/201605/13/20160513032304a0eemu1njy2v7ex7.jpg]Beta testing being the phase after alpha means that the developers should have a good idea of the game that they are creating, this means that there should be no new features implemented and what is already in the game build should be perfected. The term “Beta Testing” is commonly referred to any outside testing done by players, this is somewhat true because there are different types of beta testing including Internal bets testing and External beta testing, these two different testing types are really separate phases because internal beta testing where the games features are being thoroughly tested after being implemented in alpha testing these features will include Audio, Interface and platform compatibility. An example of Closed and Open beta testing done for a game is Overwatch which had a closed beta followed by an open beta which helped to test the games features bust most importantly the servers as well as the game balance so that upon full release of the game the servers would be able to handle the amount of players. 
External beta testing is a separate later phase because it involves players outside the development team having access to the game to test features, there are also two different types of external beta testing: 
Closed beta 
A closed beta test means that only a certain amount of players can have access to the game and it usually requires some sort of sign-up, these closed beta tests are used for finding and reporting a whole plethora of bugs and defects like Checking, Build/Package/Merge, Algorithm, Documentation, Interface. 
Open beta
The difference between closed and open beta is within closed beta main game features are tested using a large player base but with open beta testing the main testing purpose is with the networking for the game e.g. the net-code and the amount of players that the game servers can hold with no connection problems. The type of defects that are tested within an open beta usually include defects that are directly linked to online games e.g. Timing and Checking.
Entry criteria for Beta testing include:

· All features and options are implemented.
· The code passes at least 100% of platform Technical Requirements Checklist (TRC).
· All controllers work.
· The game logic and AI is final.



Gold testing
Gold testing is the phase where the game build is starting to resemble a fully finished retail ready game, within this testing phase there will be multiple game builds called Gold Master Candidates (GMCs) which are versions of the final game build which will be sent off to be manufactured. Commonly the testing for this phase will be working through all the test suites again or as much as can be done in the time left before release. 
[image: http://www.robotboombox.com/articles/notmegaman/Readme.png]Entry criteria for Gold testing include:

· 90% of all known bugs should be fixed including all of the grade A defects like Crashes, hangs and major function failures.
· Any known open issues have a workaround that has been documented in a readme.txt file for PC users.
· Release-level performance has been achieved (60 fps frame rate).

End of certification testing
Once gold testing is complete a clean Game Gold master candidate (GMC) is sent to the platform manufacturer for final certification, the platform manufacturer e.g. (Microsoft, Nintendo and Sony) commonly conducts tests on games prior to releasing them on their platforms this is to ensure that the game is up to their standards and most importantly follows the age rating guidelines that were given by the developers for example if the game was specified to be a PG game then the rating that the platform manufacturer gets from the game rating companies like PEGI or ESRB. At the end of certification testing the Platformers manufactures QA team will write up a bug report of the games defects, this bug list will be used by the representatives of the publisher to dictate what bugs have time allotted to then for fixing. The bugs that will be fixed will be put into a “Must-Fix” list that will be given to the development team to avoid spending time on minor bugs that may cause the code to be at more risk to defects.

Regression
Regression testing is the process of having software updates and patches implemented into the final released game build, Publishers don’t like patches because they potentially add to the overall cost of the project but they don’t earn any more money for the companies. Developers don’t like them because they can be perceived by consumers as a failure of the game because it might need fixes after release. The upside of having Regression testing that allows for patches to the game build is that the development team can polish of the games features, as well as polishing off the game it also means that the player base of a game may be happy with how the developers are continuing development of the game.


 Testing Processes

Black box testing
[image: ]Black box testing refers to testing that is done from outside the application e.g. no knowledge or access to the games code. Game testers don’t commonly find defect within the games code instead they use the same input devices that the normal player would have, this means that Black-box testing is the most cost-effective way to test extremely complex networks of systems and modules that even the simplest of video games represent. The image below illustrates some of the various inputs that can provided to a video game and the outputs that you receive back. The most basic of inputs are positional and control data like button presses and cursor movements. These input devices include; Joysticks, Keyboard, Mice, Dance pads, Bass fishing controllers, Maraca controllers and drum controllers. Inputs can also include audio types like microphones in headsets or attached to the game controller. Video inputs can also be incorporated from usb cameras like or motion sensing hardware like Kinect. Secondary input from other players can come from a separate controller, a local network or the internet, finally memory cards and hard drives can provide stored data such as saved games or option settings.

White box testing
As opposed to Black-box testing the games tester will have access to the games code which allows them to predict the manner in which the code will influence the game and other parts of the code, this can be very difficult because it is nearly impossible to account for the player feedback loop. There are situations where white-box testing would be a more practical and necessary that black box testing, these situations include:
· Tests performed by developers prior to submitting new code for integration with the rest of the game.
· Testing code modules that will become part of a reusable library across multiple games and/or platforms.
· Testing code methods or functions that are essential parts of a game engine or middleware product.
Below is an example of White box testing done on a selection of code from the game Castle Wolfenstein: Enemy Territory: 
[image: ]Four white box tests are required to properly test these lines of codes, the first test would be to call the “TeamName” function with the “TEAM_AXIS” parameter to check if the “RED” string is returned. The second test should be passing the “TEAM_ALLIES” parameter to check if the “BLUE” string is returned. The third test passes “TEAM_SPECTATOR” to check if “SPECTATOR” is returned. The final test passes “TEAM_NONE” to check if “FREE” is returned. These four tests will test each line of code at least once and also test the behavior of both the “true” and “false” branches of each IF statement.

 Smoke testing
[image: http://orcz.com/images/thumb/4/44/Bs_main_menu.jpg/400px-Bs_main_menu.jpg]Smoke testing is usually the next step after accepting a new build and it can commonly be automated because it refers to the series of test cases that are run before more rigorous tests are done on the game build. The name smoke testing was given because this stage of testing is used to determine if “smokes” (malfunctions) when the game is run. At the minimum this test phases should consist of Launching and loading the game, this means that a tester should launch the game and spend a minute playing around with each module like the options and main menu, if the game launches with no obvious errors or performance issues than it has passed smoke testing and should be put forward for further testing. An example of smoke testing is with a game like Bioshock Infinite the game should be launched and the menus should be navigated to test for issues like FPS, Crashes or visual bugs. 



Cleanroom testing
[image: http://i.imgur.com/FF5FkbL.jpg]Clean room testing is a technique extracted from a software development practice known as cleanroom software engineering, in game development cleanroom testing refers to testing the game in a way that replicates how a player would interact with the game. To help realistically mimic how the player interacts with the game for testing purposes a lot of research is necessary because it gives the testers and plethora of good examples of how players play the game, these types of research include bar charts of how many times certain menus were opened, Key-macros that were defined and used by players and matches or races that may take longer at the end of the game due the increasing difficulty. 

A good example of cleanroom testing is when players that take part in a games beta might be asked to answer surveys about the experience they had with the game and the types of missions that they prefer. 



Play testing

[image: http://orig10.deviantart.net/941c/f/2008/207/a/9/tf2_class_guide_pyramid_by_askeptykal.png]Play testing is very different to the other types of testing that are involved in game Quality assurance because it involves questions and tests that do not specifically have one plain answer like “Does this button do its function?” instead it is more opinionated and open ended in the way it should be answered. The questions asked within play testing should be things like:

· Is the game too easy?
· Is the game easy to learn?
· Are the controls intuitive?

And most importantly:

· Is this game fun? 
This means this type of testing covers aspects of the game like balancing e.g. is the game challenging but not frustrating? The overall balance of the game also refers to the mechanics and element within it like characters, weapons and fighting styles, examples of things to test are:

· Balance between Orcs vs Humans e.g. each race should have attributes that work well against each other like Strength over speed and agility stamina over health.
· Melee fighters vs ranged fighters e.g. for the game to be well balanced players have to make up their own mind on what class they are interested in playing, this means that each class should be equally useful and practical in all situations so that one class does not overpower the other throughout the game.

Ad hoc testing

Ad Hoc is a Latin phrase that can be translated as “to this particular purpose”. In game development this refers to the giving the game tester full reign over the types of tests that they do on the game build, during testing the user will subconsciously think “what will happen if I do this…?” and Ad Hoc testing allow for them to answer those questions by removing the list of bugs found with the build and having them wander through the game as if it was a maze. There are two types of Ad Hoc testing, the first being “free testing” which was previously explained as giving the tester full control over the type of testing done. The second type is directed testing, which is intended to solve a specific problem or find a specific solution. A good example of this type of testing is to sometimes have external people to test the game e.g. other employees of the company, this means that they will be a set of fresh eyes on the game that will see it and its bugs differently to anyone else.

Testing life cycle
[image: ]
1. Plan and design test:
Planning often occurs at the beginning of the test phases but should be revisited each time the testing is redone. The type of questions that should be asked are what has changed in the design specification since the last build? And what features have been cut? The scope of testing should ensure that no new issues were introduced in the process of fixing prior to release.

2. Prepare for testing:
Everything that makes up the game should be aligned together to have an almost complete version of the game for testing. Often build/package/merge defects could occur here because files and applications are brought together and problems with compatibility may be encountered.

3. Performing the test:
The test suites will be run against the game build and If a defect is found the tester will test things around the bug to be certain that they have as much information as possible for the bug report, the more work put in during the testing the easier the bug report will be. Testing around the defect is crucial to the process so that all aspects of the problem are noted to save time later on otherwise defects that are found may not be completely fixed and could possibly come up again in a later test and continue to be a problem.

4. Report the results:
Log the results of the test in the bug report and also log the completed test suite so that it won’t be gone over again unnecessarily. Being clear with all aspects of the bug will help yourself and others later ion locate and fix the bug.

5. Repair the bug:
The developers and programmers will be doing this step but the tester should be available at this stage to discuss the defect in detail if the bug report was not fully understood. The bug report should be the only necessary document that is needed to fully understand the cause, result and features of a bug within the game.

6. Return to step 1:
With new bugs and results a new build of the game can be plan and designed.


Combinatorial testing

[image: ]Getting the necessary amount of testing just right and not too much or too little is and extremely important part of game testing and combinatorial testing is one of the largest tools used to help testers manage exactly that. The most important aspect if combinatorial testing is to cut down the amount of testing that need to done on the game, because the testing of a game is held to strict deadlines it means that not every possibility of a game can be individually tested because that will take far too much time so the purpose of combinatorial testing is to use pairwise combinatorial testing to find defects and gain confidence on the fame software while keeping the test sets small relative to the amount of functionality they cover. “Pairwise” means that each parameter that is used for testing needs to combined with each other once. The types of parameters that are commonly used in combinatorial testing include:

· Game events
· Game settings
· Gameplay options
· Hardware configurations
· Character attributes
· Customization choices


Combinatorial testing example

With the tables on the right I started with the top table and marked out each possibility with the maps, guns and states this left me with 16 different tests which was too much because I did not need to test each gun and each map together. I needed to test each state with each map because there may be faults with how the states interact with the map. Shortening down the table to 8 tests left me with each map being tested twice with different states and different guns. This testing table will help the game testing to go quicker and reduce the amount of unnecessary tests being done which helps with time and money.




Test Flow Diagrams

Test Flow Diagrams (TFDs) are visual models that represent a games behavior from the player’s perspective. These diagrams help with testing because a tester can travel through the diagram to exercise the game in both familiar and unexpected ways.

One of the main upsides to using Test Flow Diagrams is that they are graphically simple and appealing which means that it describes the complexity of how a games events can function in an easy to understand diagram. These Test Flow Diagrams are made up of elements like Flows, Events, Actions and States that outline the different type of functions that occur with games.

Flows 
Flows are simply the connecting lines that join each game element together within the TFD, they will have an arrow to show which way the games elements lead into each other e.g. picking up a sword would lead to swinging the sword and not the other way round.

Events
Events are the operations that the game receives from the player like picking up an object or casting a spell, the three factors that should be considered when including a new event are:

· Possible interactions with other events.
· Unique or important behaviors associated with the event.
· Unique or important game states that are a consequence of the event.
· 
Actions
Actions temporarily occurs between events and are commonly shown on a flow line to symbolize that they are temporary which means that they can only be perceived, detected or measured when they occur and will not persist over time. Examples of actions include Sounds, visual effects, game controller feedback and network information sent over a multiplayer server e.g. opening a chest in a room would be an event but particle effects that fly out of the chest would be an action.

States
States represent persistent game behavior and are re-entrant, As long as you don’t exit the state you will continue to observe the same behavior and each time you return to the state you should detect the exact same behavior.


Test Flow Diagram example

This diagram shows the flow of an experience the player will have in the game, it explains how that experience will be tested and shows how many options the player has in that room. Test flow diagrams help to plan the basics of the game code because if the programmer looks at this diagram it will tell him exactly what needs to be in the game.
[bookmark: _GoBack][image: ]
Mark Woods


image1.jpeg




image2.jpeg




image3.gif
VAV

—= A
I

&&

Greater Than

Less Than

Greater Than or Equal To
Less Than or Equal To
Not Equal To

Not

And

Or




image4.jpeg




image5.png




image6.png
x

Options
L) \(Conmgure/Augo ™|/ Communicatone || Screen nformation || Damage Text I Shereir 1
[ General Display ] I
¥/ Show Region ¥ Player My Pets and Servitors
Game Tips ! Regular Player ¥/ Clan Member
! Use Specialized Cursor ¥/ Member Other Players'Pets and Servib
Hide PA Points ] Monsters
! Quest Arrow

Hide Dropped Items Gauge Status Indicator

i Player

Screenshot il

My Pets and Sevitors
Dialogue Box Information

! Hide Al Chat Balloons

Party Member's Pets and Serv

¥/ NPC
! Hide NPC Dialogue Box
Hide Private Store Display Target's Information
! Hide Private Workshop ! skill Casting Bar

| Buff/Debuff Information




image7.png
"0 Script: MovePlayer
EEE - ¥R

e Movelayer

MavePlayer

var xx,yy,c1,c2;

i£( grav<o )
B
if( air=1)¢
sprite_index
relseq
sprite_index
i
c2 = -1;
1 = GetCollision(x,v):
Af( (x681£)>0 ) {

INS 10pt





image8.png
Couldnt onnet 15 the L33y sptes, cacs
your miermet connection, and, 1 you have
hein, you: fivewall and your router





image9.png
Microsoft Visual C2=.

Runtime Error!

Program: ..s (486)\Steamisteamapps\common\Crusader Kings
Nek2.ere

This application has requested the Runtime to terminate it in an
unusual way.
Please contact the application’s support team for more information.

oK





image10.jpeg
A1 0-0 0 OUT





image11.jpeg
COMING

4414




image12.png




image13.jpeg
Genera| Conpatity | Socuty | Dot | Prvious Versos |

¥ you have problems withtis program and  worked correctly on
an atier version of Windows, select the compatbilty mods that
matches that catier version.

Help me choose the settings
Compatilty mode:

Fun this program in compatibty mod for:

e —

Windows 9
Windows 98 / Windows Me

Windows NT 4.0 (Service Pack 5)
Windows 2000

Windows XP (Service Pack 2)
Windows XP (Service Pack 3)
Windows Server 2003 (Service Pack 1)
Windows Server 2008 (Servce Pack 1)
Windows Vista

Windows Vista (Service Pack 1)

o U i oce2
Prviege Level

Runths program s an administrator





image14.jpeg




image15.png




image16.jpeg




image17.jpeg
Keyboard orinput method:

Enter your language and other preferences and click

‘Copyigit © 2009 Microsof Corporation. Al ighs resered.





image18.jpeg
NEXTdXﬁEKﬁ% coMm





image19.jpeg
Overwatch o Follow

The world needed heroes, and an incredible
9.7 MILLION of you answered the call. Here's
to our next adventure!

4218 8369 ﬂ..“.&i’f’ [5R




image20.png
3 bocmrns
& e
et
H v

o

W Compter
& o )
a HCTOR M
Q CoompIw e
o AR )

W b

Resdie  Caamedbes 471700134 4
Tea Dcument 1208

ey
o by acey
scren pack eptionn:

he Title screan's aain oraght "
proRob s R R bt A

Yeu can 4150 give your churacters the default sg1ash screan endi
R RS AR R i

o
Vaeree

srures Figherx cus
O ictar ot mage with the s Character Tesplate, the follorirg
0 TrtrUck o SAAEh Special Hfacts are comaineg wHLhin the Sereen

WiEsparks: In each (nicdef) for your character, et the (sparkns = ) to
S R A e =)

g
Canel S el R ) gy

xplodes: ror each (explode) fn your charactar., 3ot the (an
SR UL R Iy ¢

Lart portion)
o Portian)

e U3 crouns checre
5 T e s
730" 2 e ik eund





image21.png
Inputs Outputs

Button Presses Video
=)
Vidss Game Code Anti
7-' (the “Black Box™) Vibration
Packets
Memory

Memory




image22.png
comst char *Teamleme(int team) {

if (team==TEAM_AXIS)
return "RED";

clse if (team==TEAM ALLIES)
zeturn "BLUE!

else if (ceam==TEAM_SPECTATOR)
zeturn "SPECTATOR";

return "FREE";





image23.jpeg




image24.jpeg
Thank You For Playing the Black Ops 3 B

Call of Duty ¢

5 - Ne

tters

CALL'DUTY.

BLACK OPS Il

THANK YOU FOR PLAYING
THE BLACK DPS»‘ ,BEE_TAZ,

N

Thank you for participating in the Black Ops 3 Multiplayer Betal We've enjoyed giving
our fans early hands-on with Multiplayer and the data collected in the last several
days will be an immense help as we prepare for the game's release on November 6.
As a Beta player, you'll also receive an exclusive Beta calling card when the game
launches in November.

Now that the Beta has concluded, we want to hear from you. We've put together a
survey 0 you can tell us what you think_ This survey will only be available for a

limited time.
TELL US WHAT YOU THINK

ACTIVision.





image25.png
THE

TEAK FORTRESS 2

MW : . YOUR GUIDE

CLASS GUIDE Y - ok hon g
oo TO A HEALTHY,
Stilles W\ - & BALANCED TEAM!

HEA\

| to 2 servings|
per tfeam I fo 3 servings
per team

31fo 4
servings per feam servings per team

SOLDIER

4to6
servings per team




image26.png
f The Tester ﬁ
Bugs Code

The Developer




image27.png
The Nest, plasma Pistol _|Night
The Nest, Rail gun Night
The Nest, Laser rifle Day
The Nest, Magma shotgun_|Day
'Space station aplha_|Plasma Pistol _|Night
‘Space station aplha_|Rail gun Night
‘Space station aplha_|Laser rifle Day
'Space tation aplha_|Magma shotgun_|Day.
OutpostOmega __|Plasma Pistol _|Night
OutpostOmega___|Rail gun Night
OutpostOmega __|Laser rifle Day
OutpostOmega __|Magma shotgun_|Day
The Lab Plasma Pistol _|Night
The Lab Rail gun Night
The Lab Laser rifle Day
The Lab [Magma shotgun_|Day
The Nest, Plasma Pistol _|Night
'Space station aplha_|Rail gun Night
OutpostOmega | Laser rifle. Day
The Lab [Magma shotgun_|Day
The Nest Rail gun Day
'Space station aplha_|Laser rifle Day
OutpostOmega __|Magma shotgun_|Night
The Lab [Magma shotgun_[Night





image28.png
Because Player





